Optimized Design of 4-Bit Carry Select Adder with Low Area
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Abstract-Adder is an important module in main block of CPU. Carry select adder generally needs multiplexer where one data line can be hardware required for input carry of ‘0’ and other can be for carry input of ‘1’. Here we proposed Carry select adder by optimizing the logic in few blocks and modifying the logic in other blocks. Complementary structures of AND, OR has used which normally leads to the logic optimization. With respect to the existing design, half sum carry generation unit has given 28% reduction in the MOSFETS, In Carry unit with zero selection optimization is nearly 33% with respect to the MOSFETS. Carry unit with one selection there was 14% reduction in MOSFETS. Full carry unit block has been optimized for about 33% with respect to the area. Full Sum unit block was modified but 0% reduction was possible with respect to the area. Total MOSFETS reduction for 4-bit is 21.7% and in equal proportion optimization is possible for N-bit.

I. INTRODUCTION

Minimized area, power, delay and cost of VLSI systems are the need for the industry whether the design is in soft IP or hard IP[1],[2]. A conventional carry select adder generates a dual of sum words and carry words [3]. A conventional CSLA has high speed than an RCA, but the design needs to sacrifice power as well as area. Few designs have been proposed to avoid massive area. Kim and Kim [4]circuit has proposed with the implementation of many to one line selecting circuit.
Design was proposed with large size adders with high speed by using a square-root (SQRT)[5]. The main intention of SQRT-CSLA design is to reduce the number of levels required to increase the overall speed of the adder. Ramkumar and Kittur [6] suggested a binary-to-BEC-based CSLA. The BEC-based CSLA has less hardware than the existing CSLA, but it has more delay in comparison. A CSLA based on common Boolean logic is also proposed in [7] and [8]. The CBL-based CSLA of [7] involves significantly less hardware blocks than the existing CSLA but it has more delay, which is nearer to RCA. To enhance the speed, a SQRT-CSLA based on CBL was proposed in [8]. However, the CBL-based SQRT CSLA design of [8] requires more hardware and delay than the BEC-based SQRT-CSLA of [6]. Design in [10] used AND, OR, NOT, and XOR for their design.

II. CARRY SELECT ADDER

Carry select adder has five blocks namely half sum generation unit, carry block when selection input is ‘0’, carry block when selection input is ‘1’, full carry unit and full sum unit. Half sum generation unit produced propogate output and generate part of carry output[10]. Proposed half sum generation unit will produce complement of propogate and complemented generate part of carry output. Carry block when selection input is ‘0’ produced carry outputs with OR and AND gates [10]. Proposed carry block when selection input is ‘0’ will produce carry outputs with complement of OR gates. Carry block when selection input is ‘1’ produced carry outputs with AND and OR gates [10]. Proposed carry block when selection input is ‘1’ will produce carry outputs with complement version of OR gates. Full Carry block produced carry outputs with OR and AND gates [10]. Proposed full carry block will produce carry outputs with complemented version of AND gates. Full Sum block produced sum outputs with XOR gates [10]. Proposed full Sum block will produce outputs with complement version of XOR gates.

Proposed equations for N-bit carry select adder are mentioned below.

\[ C_0 = ((C_{in}.C_i^1(0))^\prime \cdot C_i^0(0))^\prime \] \hspace{1cm} (1)

\[ C_1 = ((C_{in}.C_i^1(1))^\prime \cdot C_i^0(1))^\prime \] \hspace{1cm} (2)

\[ C_2 = ((C_{in}.C_i^1(2))^\prime \cdot C_i^0(2))^\prime \] \hspace{1cm} (3)

\[ C_3 = ((C_{in}.C_i^1(3))^\prime \cdot C_i^0(3))^\prime \] \hspace{1cm} (4)

\[ C_N = ((C_{in}.C_i^1(N))^\prime \cdot C_i^0(N))^\prime \] \hspace{1cm} (5)

\[ S_{d}(0)=(A_0 \text{ XNOR } B_0) \] \hspace{1cm} (6)

\[ S_{d}(1)=(A_1 \text{ XNOR } B_1) \] \hspace{1cm} (7)

\[ S_{d}(2)=(A_2 \text{ XNOR } B_2) \] \hspace{1cm} (8)

\[ S_{d}(3)=(A_3 \text{ XNOR } B_3) \] \hspace{1cm} (9)

\[ S_{d}(N)=(A_N \text{ XNOR } B_N) \] \hspace{1cm} (10)
\( S_0 = (S_{0}(0) \text{ XNOR } C_{0}) \) ………………(11)

\( S_1 = (S_{0}(1) \text{ XNOR } C_{0}) \) ………………(12)

\( S_2 = (S_{0}(2) \text{ XNOR } C_{1}) \) …………………(13)

\( S_3 = (S_{0}(3) \text{ XNOR } C_{2}) \) …………………(14)

\( S_N = (S_{0}(N) \text{ XNOR } C_{N-1}) \) …………………(15)

Equations from 1 to 5 are the full carry outputs in which \( C_1^{(N)} \) denotes carry output when initial carry in is ‘1’ for bit \( N \) and \( C_0^{(N)} \) denotes carry output when initial carry in is ‘0’ for bit \( N \). Equations from 6 to 10 denotes half sum outputs in which \( S_0(N) \) corresponds to operation on bit \( N \) operands of \( A \) and \( B \). This equations generate complemented versions of propagate. Equations from 11 to 15 denotes full sum outputs in which \( S_N \) corresponds to operation on bit \( N \) operands of \( S_0 \) and bit \( N-1 \) operand of \( C \). This equations generate uncomplemented versions of Sum.

---

Figure 1. Symbol of XNOR.

Fig.1 indicates symbol of complemented XNOR in which it has two inputs and two outputs.
Fig. 2 indicates the circuit with two demarcation lines and it has 6 paths out of which only four are active paths and they are the possible input combinations of two inputs and it has the capability to generate complement version of AND and complement version of XOR which is the key for optimization.

Fig. 3 shows quad copies of half sum carry generation unit which is required for designing four bit carry select adder.
Fig. 4 indicates that complemented version of OR gate is needed to generate complemented carry outputs. Not gates are also needed to generate uncomplemented version of generates. There are 9 inputs out of which four inputs are hardware outputs of half sum carry generation XNOR block and four inputs are hardware outputs of half sum carry generation NAND block. One more input is initial carry in. There are four full carry outputs generated from this block and the overall hardware requires complemented version of OR, complemented version of AND and NOT gates to generate carry outputs. This block generates uncomplemented version form of carry outputs.
Fig. 5 indicates full carry block for four bit which has four outputs and 7 inputs together with generate and propagate inputs.

Fig. 6 indicates that complement version of XOR gate is needed to generate full Sum outputs. This block generates uncomplemented form of sum outputs. It has only one level in which it has two outputs and the worst case delay of the two outputs are considered as the overall delay of this cell.
Fig. 7 indicates that Half Sum Carry Generation outputs are given to the inputs of carry for cin=0 and carry for cin=1. Outputs of Half Sum Carry Generation are also given to the SUM unit. Outputs of carry for sel=0 and carry for sel=1 will be the inputs of full carry outputs. Outputs of the full carry outputs will be the inputs of the full sum unit. It requires three levels of hardware to generate the output of full carry outputs and four levels of hardware to generate full sum outputs.

III. PROPOGATE/GENERATE

Propogate and generate will play key role in designing carry select adder but whether to design propogate or complemented version of propogate and whether to design generate or complemented version of generate is important in optimization point of view. Propogate requires hardware of XOR and complemented version of propogate requires as expected hardware of XNOR and similarly generate requires hardware of AND gate and it’s complemented version requires NAND gate. If we design a cell such that it produces more than one usefull output is also the prime factor for optimization. To design the full sum output of full adder whether we go for XOR of all the three inputs or XNOR of three inputs is also the considerable factor in optimization point of view.
IV. PERFORMANCE ANALYSIS

Table 1. Comparison of Gates/Cells in Two Designs

<table>
<thead>
<tr>
<th>S.No</th>
<th>Gate types/Cells used</th>
<th>Design in reference10</th>
<th>Proposed design</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Half sum generation unit</td>
<td>XOR, AND(Gates)</td>
<td>XNOR(Cell)</td>
</tr>
<tr>
<td>2</td>
<td>Carry unit with zero carry input</td>
<td>AND, OR(Gates)</td>
<td>NOR, NOT(Gates)</td>
</tr>
<tr>
<td>3</td>
<td>Carry unit with one carry input</td>
<td>OR, AND(Gates)</td>
<td>NAND, NOT, NOR(Gates)</td>
</tr>
<tr>
<td>4</td>
<td>Carry unit</td>
<td>AND, OR(Gates)</td>
<td>NAND(Gate)</td>
</tr>
<tr>
<td>5</td>
<td>Sum unit</td>
<td>XOR(Gate)</td>
<td>XNOR(Gate)</td>
</tr>
</tbody>
</table>

Table1 shows that in proposed half sum generation unit XNOR cell has been used which can generate two outputs is the prime factor for optimization. Proposed design used NOR, NAND, NOT and XNOR. In the existing design XOR gates were used to design sum of full adder and proposed design used XNOR to design sum of full adder.

Table 2. Comparison of transistors in Two Designs

<table>
<thead>
<tr>
<th>S.No</th>
<th>Transistor count(N-Bit)</th>
<th>Design in reference10</th>
<th>Proposed design</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Half sum generation unit</td>
<td>16N</td>
<td>10N</td>
</tr>
<tr>
<td>2</td>
<td>Carry unit with zero carry</td>
<td>12(N-1)</td>
<td>10(N-1)</td>
</tr>
</tbody>
</table>
Table 2 shows that 6N number of transistors can be reduced in proposed half sum generation unit. Proposed Carry unit with zero carry input reduces 2(N-1) number of transistors. Proposed Carry unit with one carry input reduces (2N-2) number of transistors. Proposed Carry unit reduces 4N number of transistors. Proposed sum unit does not reduce any number of transistors.

Table 3. Comparison of Total Area in Two Designs

<table>
<thead>
<tr>
<th>Area (N-bit)</th>
<th>Design in reference 10</th>
<th>Proposed design</th>
</tr>
</thead>
<tbody>
<tr>
<td>Transistors</td>
<td>62N-18</td>
<td>48N-14</td>
</tr>
</tbody>
</table>

Table 3 shows there is considerable reduction in transistor count by (14N-4) and this will be very useful for large word lengths.

V. CONCLUSION

Proposed design has been optimized with respect to the area constraint of VLSI. One out of five blocks in the carry select adder has not been optimized in comparison with the existing design. Proposed design also has uniform structure such that it will be helpful if we go for ASIC implementation. Design approach can be extendable to N-bit. (14N-4) number of transistors have been optimized which leads to minimized power consumption. Optimization depends upon how affectively we manipulate the intermediate output values to make sure that in the final output we achieve exactly what we desire.
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