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Abstract— IoT is gaining popularity day by day; every object 

surrounding us is interacting among them.  These objects can be 

your mobile phones, sealing fan, door bell or it can be anything 

you could imagine. The network of everything is growing rapidly 

with heterogeneous objects or devices. But the main concern is 

how they are communicating with each other? What protocols 

they are using? As we know that these devices are very 

constrained with respect to power, communication & processing 

potential, we cannot use standard communication protocols that 

we are using over internet. We need different set of protocols 

which could fit in the IoT scenario focusing on conserving power 

& having small payload size. As various IoT systems are 

different in nature with different messaging requirements, it is 

very challenging to choose appropriate messaging protocol. 

Different IoT protocols have emerged with everyone having their 

advantages & disadvantages but IoT industry is facing a 

selection conundrum as these protocols will not fit into each and 

every scenario. In this paper we are studying various messaging 

protocols, so that we can decide upon appropriate protocol based 

on application needs. 
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I. INTRODUCTION 

The IoT enables objects to interact with each other, to 

exchange information for decision making. The IoT 

transforms these objects from simple traditional objects to 

smart objects by exploiting its underlying technologies. But 

these objects are heterogeneous objects & depending upon 

application requirements they will use different 

communication protocols. So selecting messaging protocol is 

very tedious task. [12] To select efficient messaging protocol, 

first we need to understand messaging requirements of IoT 

system.  

For Internet based communications, we mostly use HTTP 

as standard protocol, but that is not the case for IoT systems. 

We cannot use HTTP as a standard protocol for all IoT 

systems. [13] Considering this various protocols has been 

designed to meet different needs of IoT systems. To meet the 

need for reliable & fast communications, protocol like AMQP 

is designed. [3] [6] 

For communication in constrained networks, MQTT & 

CoAP are proposed. [7][8][9] Few protocols are also designed 

to suit instant messaging needs. XMPP falls in this category. 

[3] Some protocols are designed for simple communication 

over internet which supports client/server type architecture. 

To name few HTTP, CoAP is among them. [7][10] So it is 

clear that various protocols are proposed for IoT systems 

which have different pros & cons. In this paper we are 

discussing few of them & in later section we have compared 

them for users to make an appropriate choice of protocol 

suiting their application needs. 

II. IOT MESSAGING PROTOCOLS 

A communication protocol is nothing but a language that is 

used by objects to interact among them. In simple words, a 

protocol is a set of rules that must be obeyed by the 

communicating objects. Communication Protocols are 

extremely essential in heterogeneous systems; where the 

objects interacting may be heterogeneous in nature, needing a 

common framework for them to interact. 

A. MQTT (Message Queuing Telemetry Transport Protocol) 

MQTT is a lightweight machine to machine communication 

protocol designed for connecting small devices to constrained 

networks. It follows publish/subscribe model for 

communication. It is very simple protocol which uses 2 byte 

header & in binary in nature. MQTT is reliable & connection 

oriented as it uses TCP. MQTT is generally employed in the 

scenario where we have large network of small devices which 

are maintained from single server. To provide QoS it has three 

different levels namely At most once, At least once & exactly 

once. [9] 

 

 

Fig. 1 Working of MQTT Protocol 

These levels give the assurance about the message delivery. 

MQTT is not suitable for multicasting as well as device to 

device communications. MQTT was proposed in 1999 by 

Andy Stanford-Clark, IBM & Arlen Nipper, Arcom. Later on 

it was accepted as standard in 2013. [7] It is similar to blogs, 

where we can write something interesting that we would like 

with specific topic name.  So anyone who is interested in our  
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Topic, can read the blog. This is exactly how the MQTT 

works. In MQTT data blocks are sent by Publish message, 

while they are received by Subscribe message. Here data is 

identified by Topics. [10]  

   MQTT architecture contains three elements: Publishers, 

Broker, and Subscribers. Here Publishers are nothing but the 

small sensors that collect the data and transmit it to the Broker. 

However Subscribers are the applications which are interested 

in the gathered data. As we know, data is identified by Topics; 

Subscribers need to subscribe to particular Topic of interest to 

receive the concerned data. Brokers categorises data according 

to Topics & forwards it to subscribers interested in different 

Topics. [6] MQTT brokers may go for authentication from 

Subscribers to connect. To ensure privacy, the TCP 

connection may be encrypted with SSL/TLS. 

A variant of MQTT is Secure MQTT (SMQTT). It uses 

attribute based encryption which allows broadcasting of 

encrypted message to multiple nodes. SMQTT follows 

symmetric encryption where Publishers & Subscribers need to 

register themselves with the broker to obtain shared secret key. 

Now Publishers will send encrypted data to broker which will 

forward it to interested Subscribers, where it will be decrypted 

with shared secret key. [6] 

MQTT-SN is protocol specially designed for sensor 

networks. It doesn’t use TCP as a transport protocol. As we 

are aware of sensor nodes, they have very limited power 

resources & very constrained processing capabilities. On the 

other hand TCP is very heavy transport protocol. MQTT-SN 

improves upon MQTT by using simple header, topic id’s 

instead of topic names, error status & so on [6]. 

B. XMPP (Extensible Messaging and Presence Protocol) 

Extensible messaging and presence protocol is designed to 

address heterogeneity issue in IoT networks. It is developed in 

1999 named as Jabber which it later standardized by IETF. [8] 

Initially it was designed for messaging applications over 

Internet. XMPP is real time communication protocol which 

can be used for instant messaging, real time entertainment 

applications & tele-presence. Google talk, Facebook chat are 

examples where XMPP is used for real time messaging 

service.  XMPP is IP based communication protocol with 

Extensible Mark up Language (XML) support. [8] 

XMPP also uses Publish/Subscribe architecture like MQTT. 

It also has support for Request/Response architecture. So it 

gives flexibility to application developer to choose the proper 

architecture as per need.  Unlike MQTT it doesn’t provides 

any QoS guarantees, so it is not suitable for M2M 

communications. In XMPP, XML support addresses the 

heterogeneity issue but on contrary it adds additional overhead 

due to lot of tags & header formats which increases the power 

consumption in IoT devices. [6] This problem can be resolved 

by compressing XML streams using EXI. It supports sleeping 

sensor nodes which can go into sleep mode periodically 

leading to extended lifetime of IoT devices. It supports 

periodic data transmission as well as event driven 

transmission too. Openness, Scalability, Flexibility, 

Extensibility are some of the key advantages of XMPP. [8] 

XMPP allows heterogeneous devices to interact with each 

other by sending instant messages over the Internet 

irrespective of the underlying operating systems. XMPP is 

very secure protocol which supports encryption, 

authentication, and access control for the addition of different 

new applications on top of the existing core protocols. [7] 

 

 

Fig. 2 Working of XMPP Protocol 

XMPP uses XML stanzas for client to server 

communication. An XML stanza has three components: 

message, presence, and iq (info/query). Here source and 

destination addresses, types, and IDs are denoted by message 

component. The presence field notifies the clients about status 

updates. The iq field maps publishers & subscribers. [7] 

C. CoAP (Constrained Application Protocol) 

Constrained Application Protocol is synchronous Machine 

to Machine communication protocol which supports 

Publish/Subscribe as well as Resource/Observe architecture. 

CoAP is provides interoperability for RESTful web & HTTP. 

CoAP doesn’t use topics; it uses Uniform Resource Identifier 

(URI).  

In CoAP Publisher publishes data to the URI and subscriber 

has to subscribes it from corresponding URI. Whenever new 

data is published to the URI, all the subscribers are notified 

about it. Similar to MQTT, CoAP is also a simple binary 

protocol with fixed 4 byte header. As a transport protocol 

CoAP uses UDP which means it is connectionless with less 

reliability. Despite of this it uses two different QoS levels to 

provide reliability namely ―Confirmable‖ & ―Non-

Confirmable‖. [9] 

The strong security capabilities of CoAP make it a desired 

choice among the available IoT protocols. For providing 

security CoAP relies on Datagram Transport Layer Security 

(DTLS). CoAP is more suitable for the IoT as it uses UDP. 

However, CoAP works in presence of lossy and noisy links by 

modifying some of the HTTP functionalities to meet the IoT 

requirements such as low power consumption. 

CoAP has two sub-layers, namely: the messaging sub-layer 

and the request/response sub-layer. The task of detecting 

duplications is done by messaging sub-layer. On other hand 
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the request/response sub-layer is responsible for handling 

REST communications. As in HTTP, CoAP uses methods 

such as GET, PUT, POST and DELETE to perform Create, 

Retrieve, Update and Delete operations. [7] 

 

 

Fig. 3 Working of CoAP Protocol 

D. HTTP (Hyper Text Transfer Protocol) 

HTTP is specially designed for Internet. It was developed 

by Tim Berners Lee & later standardized by IETF in 1997. 

Though HTTP uses Request/Response architecture, it doesn’t 

use topics. HTTP is based on Representational State Transfer 

(REST), an architectural style that makes information 

available as resources identified by URIs [18]. HTTP is 

simple text based protocol where no fixed header size is 

defined. It has features on persistent & non persistent 

connections. By default TCP is used as HTTP’s transport 

protocol, but HTTP doesn’t have any QoS support. [9] 

HTTP is very powerful protocol, but it’s relatively 

expensive in implementation and network resource usage. 

This makes it difficult to adopt HTTP as it is for IoT networks. 

HTTP transfers a large number of small packets over web but 

overhead of HTTP causes many problems, such as 

consumption of network resources and large delays. [10] 

E. DDS (Data Distribution Service) 

DDS is developed by Object Management Group for real-

time Machine to Machine communications. Like most other 

M2M protocols DDS also supports Publisher/Subscriber 

architecture. But unlike others it doesn’t uses broker based 

architecture. Instead of broker, it uses multicasting to provide 

QoS guarantees. The advantage of DDS is an excellent quality 

of service levels and reliability guarantees. DDS architecture 

defines two layers: Data-Centric Publish- Subscribe (DCPS) 

which disseminates information to subscribers and Data-Local 

Reconstruction Layer (DLRL) which is an optional and is an 

interface to the DCPS functionalities. It shares data among 

distributed objects. [7] 

DCPS layer performs data distribution. Here data writer 

communicates with the publishers about the data and changes 

to be sent to the subscribers. While data readers read the 

published data and deliver it to the subscribers. 

 

 

Fig. 4 Working of DDS Protocol 

Subscribers are the nothing but the receivers of the data to 

be delivered to the IoT application. So the tasks of broker are 

handled by data writers and data reader to support broker-less 

architecture. 

F. AMQP (Advanced Message Queuing Protocol) 

AMQP is application layer protocol designed for message 

oriented networks & it has a support for Publisher/Subscriber 

architecture. It uses TCP as a transport protocol to provide 

reliable communication. Besides this, to provide QoS 

guarantees it has three levels of delivery namely at least once, 

at most once & exactly once. Along with Publishers & 

Subscribers it has two more components, Exchanges & 

Message queues. Exchanges perform the routing functionality 

by forwarding messages to appropriate message queues. These 

messages can be stored into message queues before 

forwarding it to Subscribers. AMQP uses two different 

message types. First, bare messages which are used by 

Publishers and second, annotated messages which are used by 

Subscribers. [7] 

 

 

Fig. 5 Working of AMQP Protocol 
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TABLE I 
COMPARATIVE ANALYSIS OF IOT MESSAGING PROTOCOLS 

Sr. 

No 
Criteria MQTT XMPP CoAP HTTP DDS AMQP 

1 Year 1999 1999 2010 1997 2004 2003 

2 RESTful No No Yes Yes No No 

3 Transport Protocol TCP TCP UDP TCP TCP/UDP TCP 

4 Publish / Subscribe 

Model   

Yes Yes Yes No Yes Yes 

5 Request / Response 

Model 

No Yes Yes Yes No No 

6 Security SSL SSL DTLS SSL SSL / DTLS SSL 

7 QoS Yes No Yes No  Yes Yes 

8 Header Size 2 - 4 - - 8 

9 XML Support No Yes No Yes No No 

10 Encoding Format Binary Character Binary Text Binary Binary 

11 Default Port 1883/8883 5222/5223 5683/5684 80/443 7400/7401 5671/5672 

12 Proxy Support Partial Yes Yes Yes Yes Yes 

 

IoT has several messaging protocols which we discussed 

in previous section. The choice among these protocols is 

dependent on applications as they are very specific to 

applications. MQTT stands tall among all the protocols & 

is the most widely used in IoT due to various benefits such 

as extremely low overhead and very less power 

consumption. However, selection of protocols are highly 

application sensitive. For example, if an application has 

been built with XML and can accept a bit of overhead in its 

headers, XMPP might be the best option to choose among 

all protocols. On the other hand, if the application is really 

overhead and power sensitive, then choosing MQTT would 

be the best option, however, that comes with the additional 

broker implementation. If the application requires REST 

functionality as it will be HTTP based, then CoAP would 

be the best option if not the only one. 

 

III. CONCLUSIONS 

In this paper we have analyzed & compared few of the 

Messaging protocols for IoT systems but still there is no 

perfect evaluation of all these protocols together. We have 

discussed some of the well know IoT messaging protocols. 

We started our discussion with MQTT & then we discussed 

XMPP, CoAP, HTTP, DDS, and AMQP. Each of these 

protocols has their different pros & cons. They are 

designed for particular scenarios. So it is very difficult to 

prescribe any single protocol for diverse IoT applications. 

Also we performed comparative analysis of this protocol 

which will help us to choose appropriate messaging 

protocol depending upon application requirements. But as 

we know that IoT is rapidly gaining popularity, the current 

scenarios might not stand as it is in future. The significant 

changes in underlying technology will make it interesting 

to use & evaluate these protocols practically in near future. 

We believe that this will be significant area of research in 

future. 
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